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Abstract. Our challenge was to develop tool support for the complete design 
trajectory from business processes to the code of the enterprise applications 
supporting them. To this end we integrated two commercial modelling tools: 
BiZZdesigner and OptimalJ. BiZZdesigner supports the modelling and analysis 
of business processes and uses a dedicated graphical language. OptimalJ is an 
Eclipse-based implementation of the Model-Driven Architecture (MDA). In 
this paper we describe why and how we integrated these modelling tools 
through a model transformation specified in QVT. 

1 Introduction 

Enterprise applications are designed to support enterprise’s business processes. Once 
a business process has been designed or changed, requirements are extracted for the 
supporting software applications and a software design trajectory is started. Unfortu-
nately, business processes tend to change more and more frequently. So frequent, that 
the time between subsequent changes is rapidly becoming shorter than the time it 
takes to develop or update the supporting software applications. Thus the company’s 
capability to respond to changes in the market is hindered by the IT department’s 
inability to create or update the supporting enterprise applications in time.  

In response to this challenge we integrated a dedicated business process manage-
ment (BPM) tool with a tool supporting the Model-Driven Engineering (MDE) of 
enterprise applications. In this way we obtain an integrated tool-chain that supports 
and speeds up the entire design trajectory for enterprise applications from the business 
process design to the running code. 

2 Tool Selection 

The MDE and BPM communities are currently served by different tools from differ-
ent vendors. There is a wide range of both commercial and open-source offerings for 
MDE available. The BPM community is mainly served by a range of domain specific 
commercial offerings.  

Eclipse-based modelling tools are offering an increasingly attractive environment 
for Model-Driven Engineering (MDE) of software artefacts. The Eclipse Modelling 

mailto:Diederik.vanLeeuwen%7D@telin.nl


2      

Project (EMP) is slowly producing open source tools that support meta-model defini-
tion, generation of model editors, transformation specification and execution, specifi-
cation and execution of code generation templates, etc. However, there is still some 
way to go before a mature and integrated environment for MDE is realised.  

Some commercial tool vendors have marched ahead of the pack and produced in-
tegrated environments that support a large part of the MDE development trajectory 
even though they may not support the latest meta-modelling and transformation stan-
dards yet. Compuware’s OptimalJ is one such tool that is built on the Eclipse plat-
form. It supports PIM and PSM-level modelling using variants of the UML. It also 
supports model-to-model transformations and code generation. The Architect Edition 
can also be used to define your own meta-models using MOF 1.4, your own transfor-
mations, and your own code generation templates. 

Although the EMP provides some support for defining your own domain specific 
modelling languages (DSLs), the generated tools generally fall far short of the re-
quired stability, functionality and look-and-feel. In addition, we believe that domain 
specialists, such as business process architects, are unlikely to change the way they 
work and to change to other tools.  

In order to reach our objective of including business process design into the model-
driven development of enterprise applications, we decided therefore to select dedi-
cated tools for each of the disciplines and integrate them loosely through a model 
transformation. More specifically we have selected Compuware’s OptimalJ as a tool 
for MDE and BiZZdesign’s BiZZdesigner for BPM. Both tools represent the state-of-
the-art in their respective domains. Below we provide short introductions on these 
tools. 

2.1 Model-Driven Engineering with OptimalJ 

Compuware’s OptimalJ is a pragmatic implementation of OMG’s Model-Driven 
Architecture (MDA) and model-driven engineering principles. OptimalJ enables the 
rapid design, development, and deployment of J2EE applications. It uses a visual 
development approach and transformations to translate domain models automatically 
into working applications (Compuware, 2006).  

In accordance with MDA, OptimalJ provides a clear distinction between the mod-
els of the domain (PIM) and the models of application components (PSM), as illus-
trated in Figure 1. The models in OptimalJ have the following abstraction levels: 
• Domain model—defines the business domain without technology-specific detail. 

It is composed of the class, process and service models. 
• Application model—defines the application, based on a certain technology (e.g., 

J2EE), but without any coding detail. When J2EE is selected as target platform it 
consists of DBMS (persistence layer), EJBs (business logic layer), and Web (pres-
entation layer) models. 

• Code model—defines the application as compilable and executable code. 
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Figure 1. Model-Driven Engineering with OptimalJ 

Transformations link the three modelling levels. The transformations are specified in 
terms of technology patterns and implementation patterns. Technology patterns map 
the Domain Model to the Application Model. Implementation patterns generate the 
code from the application models. Compuware is one of the first companies providing 
an implementation of the emerging OMG standard for specifying model transforma-
tions, Query/View/ Transformations (QVT; Object Management Group, 2005). QVT 
defines three different languages to specify transformations: core, relational and op-
erational. An early access release of OptimalJ, made available to us by Compuware, 
supports the QVT core language. Although the technology patterns are currently still 
implemented using a proprietary transformation language, we have made use of the 
QVT support for mapping the business process model onto the Domain Model. 

2.2 Business Process Management with BiZZdesigner 

BiZZdesigner is a software tool for designing, analysing, and documenting business 
processes, work instructions, and related information. BiZZdesigner makes use of a 
graphical modeling language that was specifically designed for business process ar-
chitects and designers, not for software engineers. For a precise definition of this 
language, called Amber, see (Eertink et al., 1999). BiZZdesigner supports different 
views for modelling the structural, behavioural and information aspects of business 
processes, which are related to each other. 
• The structural view, represented by Actor Schemes, is used to model the resources 

deployed for carrying out business activities, i.e., the actors, the systems and their 
roles and relations. Currently, we do not consider this view for the mapping to soft-
ware models. 

• The behavioural view, represented by Behaviour Schemes, is used to model the 
business activities (actions, interactions, and triggers) that make up the business 
process and their causal relations.  

• The information view, represented by Data Type Schemes and Item Schemes, is 
used to model the data objects that are used or manipulated in the business activi-
ties. 
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3 Illustrative Example  

In this section we introduce an example business process in the BiZZdesigner nota-
tion that will be used to illustrate our approach to map a business process design to a 
PIM for enterprise applications in Section 4.  

The example represents an online product ordering process that consists of several 
activities. The ordering process is triggered by an event called ‘start’, after which the 
customer can order products by entering an online order. Subsequently, the order is 
processed and the required products are compared with the available products in 
stock. If all required products are available the order is approved, the stock is updated 
and the order is shipped. If none of the required products are available the order is 
cancelled and the customer is notified about the cancellation. If only some, but not all, 
of the products in the order are available, the order is modified so that it contains only 
the products that are available. The customer is asked to accept the (modified) order. 
If the customer accepts the order the stock is updated and the products are shipped. If 
the customer rejects the order, the order is cancelled and the customer is notified. 
Figure 2 depicts the corresponding BiZZdesigner Behaviour Scheme. 

 
Figure 2. BiZZdesigner model of the online order handling process (Behaviour Scheme) 

The Behaviour Scheme defines process activities and their relations. In Figure 2 
three types of activities can be recognised: fully automated activities (‘process order’ 
and ‘update stock’), which are adorned with the -symbol; activities that require user 
interaction (‘enter order’, ‘ask customer’, and ‘notify customer’), adorned with the -
symbol; and a fully manual activity (‘ship order’). The type of activity can be speci-
fied as a property in the Behaviour Scheme. 

An Item Scheme defines the items that are involved in particular activities, and re-
fers to data types that are defined in the Data Type Scheme. For example, the ‘enter 
order’ activity can create an ‘order’ item (of type ‘Order’) that can be used in the 
‘process order’ activity. The process model of Figure 2 refers to two items from the 
Item Scheme: ‘order’ and ‘stock’. 

The Data Type Scheme specifies the data types that are used in Figure 2. The Data 
Type Scheme for the online order handling example is depicted in Figure 3. An ‘Or-
der’ has a status and an order number, and consists of one or more ‘Orderlines’. An 
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‘Orderline’ has a line number and a quantity, and refers to a ‘Product’. A ‘Product’ 
has a supplier and a product number. Furthermore, ‘Stock’ contains ‘StockItem’s and 
each ‘StockItem’ refers to a ‘Product’. 

ordernr
status
Order

linenr
quantity

Orderline

productname
supplier

Product

Stock

quantity
Stockitem

 
Figure 3. Data Type Scheme for the online ordering process 

4 Approach 

Our approach to incorporating business process designs into the model-driven devel-
opment of enterprise applications to support them is illustrated in Figure 4. In this 
section we describe the steps that are required to automatically generate a running 
web application, starting with a business process model specified in BiZZdesigner. 
For this purpose, OptimalJ is extended with functionality to import business process 
models from BiZZdesigner. In order to make this possible, a MOF meta-model of the 
BiZZdesigner language has been specified in OptimalJ. Also, BiZZdesigner has been 
extended with a function to export models in the native XML format as XMI (XML 
Metadata Interchange) files, using an XSLT transformation. 

Once the BiZZdesigner model is imported in OptimalJ, we transform it into an Op-
timalJ Domain Model, using the core language of the QVT. The required transforma-
tions are described in Section 4.1 below. Subsequently, we apply the default trans-
formations provided by the Professional Edition of OptimalJ to generate the platform-
specific Application Model and Java code. 
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Figure 4. Extended MDE chain 
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4.1 BiZZdesigner to OptimalJ Domain Model transformation 

The objective is to generate an OptimalJ Domain Model from a BiZZdesigner model 
through QVT transformations. Both the source model and the target model consist of 
a number of sub-models that are interrelated. A BiZZdesigner model consists of a 
Behaviour Scheme, an Item Scheme and a Data Type Scheme. These schemes are 
interrelated as described in Section 2.2. The generated OptimalJ Domain Model con-
sists of a Process model, a Domain Services model and a Domain Class model. Ac-
tivities in the Process model refer to services and operations in the Domain Services 
model; services in the Domain Services model, in turn, refer to classes in the Domain 
Class model. These dependencies also result in dependencies between the transforma-
tions. 

In the transformation specifications, the target model is leading: for each of the 
three target models, a separate QVT transformation has been specified. Each of these 
transformations uses elements from one or more of the BiZZdesigner modelling 
schemes. Figure 5 shows which are the source and target models for each of these 
transformations. 

Domain Services

Domain Classes

Item SchemeItem Scheme

Data Type SchemeData Type Scheme

Behaviour SchemeBehaviour Scheme Process ModelProcess Model

BiZZdesigner OptimalJ Domain

ProcessFromBizz

ServiceFromBizz

ClassFromBizz

 
Figure 5. Overview of transformations 

The transformation ‘ClassFromBizz’ derives a Domain Class model from the 
BiZZdesigner Data Type Scheme. The transformation ‘ProcessFromBizz’ derives a 
Process Model from both the Behaviour Scheme and the Item Scheme. Finally, the 
transformation ‘ServiceFromBizz’ derives the Domain Services Model from the 
BiZZdesigner Behaviour, Item and Data Type schemes. For a detailed description and 
definition of these transformations see (Jonkers, 2007). 
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4.2 From OptimalJ Domain Model to running code 

The platform-specific Application model in OptimalJ consists of a large number of 
submodels, organised according to a three-tier J2EE application structure. For many 
of these models, graphical editors are available in OptimalJ, e.g.: 
• Web Flow Diagrams in the presentation layer. 
• UML Component Diagrams in the business layer. 
• Relational Database Schemata in the data layer. 
Typically, a diagram in the Domain model affects multiple diagrams in the Applica-
tion model. E.g., a class from the Domain Class models results in a maintenance 
component in the presentation layer, business logic components in the business layer 
and a table in the relational database scheme in the data layer. 

Transformations from the Domain model to the Application model are readily 
available in the Professional Edition of OptimalJ. These transformations, which are 
called technology patterns, have been implemented in a proprietary model-to-model 
transformation language of Compuware, not yet in QVT. Subsequently, model-to-text 
transformations, or implementation patterns, implemented in the proprietary language 
TPL (Template Pattern language), are applied to derive the J2EE Java code. 

The only manual step that is still required is to write the Java code to implement 
the business logic for the fully automated tasks, in our example ProcessOrder and 
UpdateStock.  

4.3 Scalability of the approach 

Although we have illustrated our approach with a small example application, we 
believe that scaling up the problem to a realistic size will not cause any major prob-
lems. For example, if the BiZZdesigner model consists of multiple processes sharing 
the same data, the transformation will also produce multiple processes in OptimalJ’s 
Process model sharing the same DomainClasses. The final result is a web application 
that also supports multiple processes. 

An important prerequisite for scalability is the support for the incremental genera-
tion of target models in OptimalJ’s QVT engine. This is indispensible in a realistic, 
iterative model-driven design process. Because of this incrementality, changes at the 
business process level are propagated to the PIM and PSM levels, without having to 
regenerate the models from scratch. Also, changes that have been made at the lower 
levels are preserved. 

5 Conclusions 

Model-Driven Architecture has introduced PIMs and PSMs as formalisations of the 
architecture and design of software applications. These formalisations enable the 
definition of model transformations and code generation to automate (part of) the 
software development process. In this paper, we have shown that the scope of the 
classic MDE approach can successfully be extended to include also Business Process 
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Management. In our approach the business process designs drive the development of 
enterprise applications.  

The challenge here was to connect the BPM world (represented by BiZZdesigner) 
with the MDE world (represented by OptimalJ). The BPM world has its own concepts 
and tools aimed at business analysts, which are not compliant with MDA meta-
modelling standards. The MDE world, in contrast, mainly focuses on software archi-
tects and developers, and uses a corresponding vocabulary (usually UML). We took a 
pragmatic approach to bridge these two worlds. An XSLT transformation was defined 
to transform the native BiZZdesigner file format to an XMI-file, which can be read by 
OptimalJ. Next, we defined QVT-transformations from this model to the default Op-
timalJ domain model (the PIM). Finally, we used the default transformations in Opti-
malJ to generate the application model (the PSM) and the corresponding J2EE code to 
obtain a running enterprise application. 

In total, three transformations were written using the QVT core language, each 
containing approximately eight main rules. Although we spent a lot of time learning 
QVT and how to operate the tools, it took us in the end about four days to write the 
actual transformations. The main structure of the transformation specifications can be 
set up quite quickly; most of the effort is spent to get all the details right.  

It appears that the expressiveness of QVT is sufficient to specify the mappings 
completely. However, to bridge the abstraction gap between business process designs 
and PIMs, some additional annotations and assumptions (e.g., regarding the semantics 
of the relations between actions and information items) were needed. Also, it may be 
necessary to make some slight modifications to the default result of the transforma-
tions to fine-tune the behaviour of the generated application.  

The approach was successfully applied to a small example of an online order han-
dling process. Future work has to assess to what extent this approach scales to larger 
applications, although we do not expect major problems here. The support that the 
used QVT engine offers for the incremental generation of target models will prove to 
be important when scaling up our approach to realistic, iterative design trajectories. 
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